**RISC-V 汇编语言 作业与实验**

**目标**

* 熟悉使用Venus模拟器
* 练习运行和调试RISC-V汇编代码。
* 编写RISC-V函数。
* 理解嵌套函数调用、指针、数组、链表在汇编语言中的实现
* 理解变址寻址方式的多种用途

**RISC-V模拟器简介**

汇编语言是接近机器代码的低级语言。因为您的计算机只能运行（x86或ARM）的机器代码，无法直接在您的机器上直接执行RISC-V代码。所以使用RISC-V模拟器[Venus](https://venus.cs61c.org/)。你可以通过查看Venus[参考](https://inst.eecs.berkeley.edu/~cs61c/sp21/resources/venus-reference)手册了解它的使用方法。

**热身练习1**：熟悉Venus

用任何一个编辑器打开ex1.s 文件， 观察文件内容我们会发现：标号后面有一个冒号(:)， 注释以井号(#)开始，每行只能写一条指令。程序最开始部分是main 函数的语句；程序结束（exit）时，将参数值设置为10，并调用ecall指令。 通过设置不同的参数并调用ecall, 可以实现各种系统调用。例如：输出一些内容到显示器终端、读文件、写文件、创建子进程等，都是系统调用.

* 直接将ex1.s从本地计算机复制/粘贴到Venus编辑器中。
* 单击“Simulator”选项卡，然后单击“Assemble & Simulate from Editor”按钮。模拟器就准备好要执行的代码了。如果单击“Editor”选项卡，模拟将重置。
* 在模拟器中，要执行下一条指令，请单击“step”按钮。
* 要撤消指令，请单击“prev”按钮。
* 要运行程序直至完成，请单击“run”按钮。
* 要重置程序，请单击“reset”按钮。
* 所有32个寄存器的内容都在右侧，控制台输出在底部。
* 要查看内存内容，请单击右侧的“Memory”选项卡。您可以使用底部的下拉菜单导航到内存的不同部分。

思考以下问题（注意： 不需要在作业中回答）：

1. .data, .word, .text 指令的含义是什么？（即：它们的用途是什么？）
2. 运行程序直到完成。程序输出了什么数字？如果0是第0个斐波那契数，那么这是第几个斐波那契数？
3. n存储在内存中的哪个地址？提示：查看寄存器的内容。
4. 在不修改代码（不改变“Edit”栏下的代码）的情况下，手动修改寄存器的值来计算第13个斐波那契数（索引从0开始）。应该修改的寄存器是哪个？

**热身练习2**：从C翻译到RISC-V

打开文件ex2.c和ex2.s。汇编代码（ex2.s）是给定C程序（ex2.c）到RISC-V的汇编翻译。

阅读汇编代码，思考以下问题（注意： 不需要在作业中回答）：

1. 表示变量k的寄存器？
2. 表示总和变量sum的寄存器；
3. 分别指向源数组和目标数组的指针的寄存器；
4. 在汇编指令里，指针怎么表示？

正式作业：

**练习3**：用map调用RISC-V函数

本练习将使用文件list\_map.s 中的汇编语言程序。

在C语言中，链表中的一个结点的数据类型被定义为：

**struct** node **{**

**int** value**;**

**struct** node **\***next**;**

**};**

为了实现一个map函数，其功能是：递归地遍历链表，将指定函数应用于链表的每一个结点的value，并将返回的值存储在相应的节点中。在C语言中，map函数的定义是这样的：

**void** map**(struct** node **\***head**,** **int** **(\***f**)(int))**

**{** //f是函数指针，指向某个函数的起始地址， 这个函数只有一个参数，该参数类型为int

**if** **(!**head**)** **{** **return;** **}**

head**->**value **=** f**(**head**->**value**);**

// 提示，转换为RISC-V汇编调用函数f时，应该使用JALR, 而不是JAL

map**(**head**->**next**,**f**);**

**}**

如果你不了解“函数指针”，建议先补充这方面的知识。函数指针是一个指向函数的指针变量，其本质是一个指针，代表函数的内存地址。

例如：有一个函数square:

int square(int i) { return i\*i； }

map的第一个参数是一个值为32位整数的单链表的头节点的地址。

square 可以作为第二个参数传递给map。

在本练习中，我们将在RISC-V汇编程序中完成list map的实现。函数的实现过程中，是对链表原位置中的值进行改变，而不是创建并返回带有修改值的新链表。

补充list\_map.s 中的汇编语言程序，使得其输出为：

9 8 7 6 5 4 3 2 1 0

81 64 49 36 25 16 9 4 1 0

第一行是原始链表中每一个结点的值，第二行是应用map的第二个参数指定的函数（本例为：square）对每一个结点修改后、链表中各个结点的值。

添加您的代码，确保运行的结果为上述结果。

**要求：在实验报告中，把运行结果、以及你实现的函数的源代码（把你添加的部分高亮显示）贴上来。**

练习4：

本练习和练习3稍微有些不同， 在本练习中，链表中的一个结点的数据类型被定义为：

struct node {

int \*arr;

int size;

struct node \*next;

};

链表中每一个节点是数组，arr是数组的地址，size是数组的大小。

新的map 函数的作用是：遍历链表中的每一个节点中的数组，将函数f运用于数组中的每一个元素，结果写回数组中对应位置。

void map(struct node \*head, int (\*f)(int)) {

if (!head) { return; }

for (int i = 0; i < head->size; i++) {

head->arr[i] = f(head->arr[i]);

}

map(head->next, f);

}

给定的文件 megalistmanips.s， 其中函数f（int x）的功能是计算并返回x\*(x+1), 本次map的正确运行结果应该如下：

Lists before:

5 2 7 8 1

1 6 3 8 4

5 2 7 4 3

1 2 3 4 7

5 6 7 8 9

Lists after:

30 6 56 72 2

2 42 12 72 20

30 6 56 20 12

2 6 12 20 56

30 42 56 72 90

但 megalistmanips.s 这个文件存在错误，没有正确运行，请找出它的错误，并修正。

一些提示：

* + jal 进行函数调用之前，我们需要将哪些内容入栈？
  + add t0, s0, x0  和 lw t0, 0(s0) 这两条指令区别是什么？
  + 注意正确表示结构体 node中的成员所属的数据类型；
  + 重点修改 map, mapLoop 部分， 其余函数，例如done不用修改，但它可以帮助理解整个程序；
  + 除了s0和s1， 不允许使用另外的s开头的寄存器（save register: s2-s11不能再使用）,你可以使用temporary register(例如t1, t2等)，并遵循约定的寄存器使用规范。

**要求：在实验报告中，把运行结果、以及你实现的函数的源代码（把你修改的部分高亮显示）贴上来。**

练习5：写一个没有条件分支（branch）的函数

有一个 （discrete valued function）离散值函数f ，作用于一个整数集合 {-3, -2, -1, 0, 1, 2, 3}. 函数的定义如下：

f(-3) = 6

f(-2) = 61

f(-1) = 17

f(0) = -38

f(1) = 19

f(2) = 42

f(3) = 5

在 discrete\_fn.s 文件中实现该函数，注意：**不能使用任何branch 或者 jump 指令**

**要求：在实验报告中，把运行结果、以及你实现的函数的源代码（把你添加的部分高亮显示）贴上来。**

注：本作业选自UC Berkeley大学 CS61C课程Lab3 和lab4，相关链接：<https://inst.eecs.berkeley.edu/~cs61c/su20/labs/lab03/>

<https://inst.eecs.berkeley.edu/~cs61c/su20/labs/lab04/>